![](data:image/jpeg;base64,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)
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**System Fundamentals Experiment List**

Explore the internal commands of Linux and Write shell scripts to do the following:

* + 1. **Display top 10 processes in descending order**

**CODE:-** ps aux --sort=-%mem | head -n 11

* + 1. **Display processes with highest memory usage.**

**CODE:-** ps aux --sort=-%mem | head -n 2

* + 1. **Display current logged in user and logname.**

**CODE:- echo "Logged in user: $(whoami), Logname: $(logname)"**

* + 1. **Display current shell, home directory, operating system type, current path setting, current working directory.**

**CODE:-** echo “Shell: $SHELL”

echo “Home directory: $HOME”

echo “Operating system type: $(uname -o)”

echo “Current path: $PATH”

echo “Current working directory: $PWD”

* + 1. **Display OS version, release number, kernel version..**

**CODE:-** lsb\_release -a

uname -r

# Write a command to display the first 15 columns from each line in the file

# CODE:-

# head -15 xyz.txt

* + 1. **cut specified columns from a file and display them**

**CODE:-**

cut -c 1,3,4 xyz.txt

* + 1. **Sort given file ignoring upper and lower case**

**CODE:-**

sort -f xyz.txt

* + 1. **Displays only directories in current working directory.**
    2. **copying files from one place to another,**
    3. **moving files from one place to another.**
    4. **Removing specific directory with various options**
    5. **list the numbers of users currently login in the system and then sort it.**
    6. **Merge two files into one file**
    7. **changes the access mode of one file**
    8. **display the last ten lines of the file.**
    9. **to locate files in a directory and in a subdirectory.**
    10. **This displays the contents of all files having a name starting with ap followed by any number of characters.**
    11. **Rename any file aaa to aaa.aa1, where aa1 is the user login name.**

**CODES:-**

**9.**  ls -d \*/

**10.** cp

**11.** mv

**12.** rmdir dir\_name

**13.** who | awk '{print $1}' | sort | uniq -c | sort -nr

**14.** echo "Enter the first file name"

read file1

echo "Enter the second file name"

read file2

echo "Enter the output file name"

read output\_file

cat “$file1” “file2” > “$output\_file”

echo "files merged successfully"

**15.** echo "Enter the file name"

read file

echo "Enter the new access mode (e.g., 755):"

read new\_mode

chmod “$new\_mode” “$file”

echo "access mode changed successfully"

**16.** echo "Enter the file name"

read file

tail -n 10 “$file”

**17**.

echo "Enter the directory to search:"

read search\_directory

echo "Enter the file name to locate:"

read file\_name

find "$search\_directory" -type f -name "$file\_name**"**

**18. find /path/to/directory -type f -regex ".\*ap.\*"**

**19.**

find /path/to/directory -type f -name "aaa" -execdir rename 's/(aaa)$/$1.'"$(whoami)"'.aa1/' {} \;

echo "Enter the file to rename (aaa): "

read file

new\_name="${file).${USER}"

mv "$file" "$new\_name"

echo "File renamed to $new\_name."

Illustrate the use of sort, grep, awk, etc.

* + 1. **Write a command to search the word ‘picture’ in the file and if found, the lines containing it would be displayed on the screen.**

**CODE:-** grep 'picture' filename.txt

* + 1. **Write a command to search for all occurrences of ‘Rebecca’ as well as ‘rebecca’ in file and display the lines which contain one of these words.**

**CODE:-** grep -i 'Rebecca\|rebecca' filename.txt

* + 1. **Write a command to search all four-letter words whose first letter is a ‘b’ and last letter, a ‘k’.**

**CODE:-** grep -w '^b..k$' filename.txt

* + 1. **Write a command to see only those lines which do not contain the search patterns**

**CODE:-** grep -v 'pattern1\|pattern2' filename.txt

* + 1. **Implement Booth’s multiplication algorithm.**
    2. **Implement Restoring division algorithm.**
    3. **Implement Non-Restoring division algorithm.**
    4. **Implement fully associative memory mapped cache organization.**
    5. **Implement various LRU cache/page replacement policy**
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* + 1. **Implement various optimal cache/page replacement policy**
    2. **Implement various FIFO cache/page replacement policy**
    3. **Implement FCFS CPU scheduling algorithm.**
    4. **Implement SJF CPU scheduling algorithm.**
    5. **Implement Non Prremptive Priority CPU scheduling algorithm.**
    6. **Implement Prremptive Priority CPU scheduling algorithm.**
    7. **Implement SRTF CPU scheduling algorithm.**
    8. **Implement Round Robin CPU scheduling algorithm.**
    9. **Implement Best Fit Memory allocation policy.**

**﻿**

def best fit (block\_size, process\_size):

m = len(block\_size)

n = len(process\_size)

allocation = [-1] \* n

for i in range(n):

best\_fit\_idx = -1

for j in range(m):

if block\_size[j] >= process\_size[i]:

if best\_fit\_idx == -1 or block\_size[j] < block\_size[best\_fit\_idx]:

best\_fit\_idx = j

if best\_fit\_idx != -1:

allocation[i] = best\_fit\_idx

block\_size[best\_fit\_idx]-= process\_size[i]

print("Process No. \tProcess Size\tBlock No.")

for i in range(n):

print(f"{i+1}\t\t{process\_size[i]}\t\t{allocation[i]+1 if allocation[i] != -1 else 'Not Allocated'}")

# Example usage:

block\_size = [100, 500, 200, 300, 600]

process\_size = [212, 417, 112, 426]

best\_fit (block\_size, process\_size)

* + 1. **Implement First Fit Memory allocation policy.**

def first\_fit (memory\_blocks, process\_sizes):

allocation [-1] \* len(process\_sizes)

for i in range(len(process\_sizes)):

for j in range(len (memory\_blocks)):

if memory\_blocks[j] >= process\_sizes[i]:

allocation[i] = j

memory\_blocks[j] -= process\_sizes[i]

break

print("Process No. \tProcess Size\tBlock No.")

for i in range(len(process\_sizes)):

print (f"{i + 1} \t\t{process\_sizes[i]}\t\t", end="")

if allocation[i] != -1:

print (allocation[i] + 1)

else:

print("Not Allocated")

# Example usage:

memory\_blocks= [100, 500, 200, 300, 600]

process\_sizes= [212, 417, 112, 426]

first\_fit (memory\_blocks, process\_sizes)

* + 1. **Implement Worst Fit Memory allocation policy.**

def worst\_fit (memory\_blocks, process\_sizes):

allocation [-1] \* len(process\_sizes)

for i in range(len(process\_sizes)):

worst\_index = -1

for j in range(len(memory\_blocks)):

if memory\_blocks[j] >= process\_sizes[i]:

if worst\_index == -1 or memory\_blocks[j] > memory\_blocks [worst\_index]:

worst\_index = j

if worst\_index != -1:

allocation[i] = worst\_index

memory\_blocks[worst\_index] -= process\_sizes[i]

print("Process No.\tProcess Size\tBlock No.")

for i in range(len(process\_sizes)):

print(f"{i + 1}\t\t{process\_sizes[i]}\t\t", end="")

if allocation[i] != -1:

print(allocation[i] + 1)

else:

print("Not Allocated")

# Example usage:

memory\_blocks = [100, 500, 200, 300, 600]

process\_sizes = [212, 417, 112, 426]

worst fit (memory\_blocks, process\_sizes)

* + 1. **Implement Producer -Consumer problem with Semaphore.**
    2. **Implement order scheduling in supply chain using Banker’s Algorithm**

﻿class BankerAlgorithm:

def \_\_init\_\_(self, processes, resources):

self.processes=processes

self.resources = resources

self.max\_claim = [[5, 5, 7], [3, 2, 2], [9, 0, 2], [2, 2, 2], [4, 3, 3]]

self.allocation =[[0, 1, 0], [2, 0, 0], [3, 0, 2], [2, 1, 1], [0, 0, 2]]

self.need=[[0, 0, 0], [0, 0, 0], [0, 0, 0], [0, 0, 0], [0, 0, 0]]

self.safe\_sequence = []

self.work = resources.copy()

self.finish = [False] \* processes

def calculate\_need\_matrix(self):

for i in range(self.processes):

for j in range(self.resources):

self.need[i][j]= self.max\_claim[i][j] - self.allocation[i][j]

def is\_safe\_state(self):

for i in range(self.processes):

if not self.finish[i] and all (need <= self.work for need in self.need[i]):

self.work = [work + allocation for work, allocation in zip(self.work, self.allocation[i])] self.safe\_sequence.append(i)

self.finish[i] = True

return self.is\_safe\_state()

return all(self.finish)

def run(self):

self.calculate\_need\_matrix()

if self.is\_safe\_state():

print("Safe state found.")

print("Safe Sequence:", self.safe\_sequence)

else:

print("Unsafe state. No safe sequence found.")

# Example usage:

banker

=

BankerAlgorithm (processes=5, resources=3)

banker.run()

* + 1. **Implement FIFO Disk Scheduling Algorithms.**

def fifo\_disk\_scheduling (requests, head):

total\_head\_movements = 0

current head = head

Copy code

for request in requests:

total\_head\_movements += abs(current\_head-request)

current\_head = request

return total\_head\_movements

# Example usage:

requests = [98, 183, 37, 122, 14, 124, 65, 67]

initial\_head = 53

result = fifo\_disk\_scheduling (requests, initial\_head)

print("FIFO Disk Scheduling Algorithm: Total head movements = {result}

* + 1. **Implement SSTF Disk Scheduling Algorithms.**

def sstf\_disk\_scheduling (requests):

seek\_count = 0

current\_track = 0

while requests:

closest\_request = min(requests, key-lambda x: abs(x - current\_track))

seek\_count += abs(current\_track - closest\_request)

current\_track = closest\_request requests.remove(closest\_request)

return seek\_count

# Example Usage

requests = [98, 183, 37, 122, 14, 124, 65, 67]

sstf\_result = sstf\_disk\_scheduling (requests)

print (f"SSTF Disk Scheduling Seek Count: {sstf\_result}")

* + 1. **Implement SCAN Disk Scheduling Algorithms.**

def scan\_disk\_scheduling(requests, start\_direction="left"):

seek\_count = 0

current\_track = 0

if start\_direction=="left":

requests.sort()

else:

requests.sort(reverse=True)

for request in requests:

seek\_count += abs(current\_track - request) current\_track

return seek\_count

# Example Usage

=

request

requests = [98, 183, 37, 122, 14, 124, 65, 67]

scan\_result = scan\_disk\_scheduling (requests, start\_direction="left")

print (f"SCAN Disk Scheduling Seek Count: {scan\_result}")

* + 1. **Implement C-SCAN Disk Scheduling Algorithms.**

**﻿**def c\_scan\_disk\_scheduling (requests, start\_direction="left"):

seek\_count = 0

current\_track = 0

if start\_direction== "left":

requests.sort()

else:

requests.sort (reverse=True)

for request in requests:

seek\_count += abs(current\_track - request)

current\_track = request

# Move to the other end of the disk

seek\_count += abs(current\_track - (0 if start\_direction == "left" else max(requests)))

return seek\_count

# Example Usage

requests = [98, 183, 37, 122, 14, 124, 65, 67]

c\_scan\_result = c\_scan\_disk\_scheduling (requests, start\_direction="left")

print (f"C-SCAN Disk Scheduling Seek Count: {c\_scan\_result}")

* + 1. **Implement Look Disk Scheduling Algorithms.**
    2. **Implement Look Disk Scheduling Algorithms.**

Implement Multithreading to create child processes using fork() system call.

* + 1. **Program where parent process sorts array elements in descending order and child process sorts array elements in ascending order.**
    2. **Program where parent process Counts number of vowels in the given sentence and child process will count number of words in the same sentence. The above programs should use UNIX calls like fork, exec and wait. And also show the orphan and zombie states**
    3. **Write Shell script to copy files from one folder to another**
    4. **Write Shell script Count number of words, characters and lines.**
    5. **Write Shell script To describe files in different format.**
    6. **Write Shell script to find factorial of given number using bash script**
    7. **Display first 10 natural numbers using bash script**
    8. **Display Fibonacci series using bash script**
    9. **Find given number is prime or nor using bash script**
    10. **Write shell script to finding biggest of three numbers**
    11. **Write shell script to reversing a number**
    12. **Write shell script find Sum of individual digits (1234 -&gt; 1+2+3+4=10)**

**CODES:-**

48. # Function to sort array in descending order

sort descending() {

arr=("$@")

n=${#arr[@]}

for ((i = 0; i < n-1; i++)); do

}

for ((j

=

0; j < n-i-1; j++)); do

if ((arr[j] < arr[j+1])); then

temp=${arr[j]}

arr[j]=${arr[j+1]}

arr[j+1]=$temp

fi

done

done

echo "${arr[@]}"

# Function to sort array in ascending order

sort ascending() {

arr=("$@")

n=${#arr[@]}

for ((i = 0; i < n-1; i++)); do

for ((j = 0; j < n-i-1; j+)); do

if ((arr[j] > arr[j+1])); then

fi

temp=${arr[j]}

arr[j]=${arr[j+1]} arr[j+1]=$temp

done

done

}

echo "${arr[@]}"

#Main script

echo "Enter array elements separated by spaces:"

read a array

# Forking a child process

if [ "Spid" -eq 0 ]; then

# Inside child process

echo "Child process (ascending): $(sort\_ascending "$(array[@]}")" else

# Inside parent process

wait Spid

echo "Parent process (descending): $(sort\_descending "${array[@]}")"

fi

49.

echo "Enter a sentence:"

read sentence

# Function to count vowels

count\_vowels() {

echo "$1" | tr -cd 'aeiouAEIOU’ | wc -c

}

# Forking a child process

if [ "$pid" -eq 0 ]; then

# Inside child process

exec echo "Child process (word count): $(echo $sentence | wc -w)"

else

# Inside parent process

wait $pid

echo "Parent process (vowel count): $(count\_vowels "$sentence")"

fi

50.

echo "Enter the Source destination"

read source\_folder

echo "Enter the Destination destination"

read destination\_folder

cp -r "$source\_folder"/\* "$destination\_folder"

echo "File copied successfully"

51. echo "Enter the File name"

read file\_name

word\_count=$(wc -w < "$file\_name")

char\_count=$(wc -c < "$file\_name")

line\_count=$(wc -l < "$file\_name")

echo "Word Count: $word\_count"

echo "Character Count: $char\_count"

echo "Line Count: $line\_count"

52.

echo "Enter the file name"

read file\_name

file\_info=$(file "$file\_name")

echo "File Information: $file\_info"

53.

echo "Enter the number "

read num

factorial=1

for((i=1;i<=num;i++))do

 factorial=$((factorial\*i))

done

echo "Factorial of $num is $factorial"

54.

 echo "Enter the last Natural Number "

read nn

for((i=1;i<=nn;i++))do

 echo "$i"

done

55. echo "Enter the number"

read num

a=0

b=1

echo "Fibonacci series is "

echo -n "$a $b "

for((i=3;i<=num;i++))do

 c=$((a+b))

 echo -n "$c "

 a=$b

 b=$c

done

56. echo "Enter the number"

read num

is\_prime=true

if [ "$num" -lt 2 ]; then

  is\_prime=false

fi

for((i=2;i<=num/2;i++)) do

 if [ $((num%i)) -eq 0 ]; then

  is\_prime=false

  break

 fi

done

 if [ "$is\_prime" = true ]; then

  echo "Entered number is a prime number"

 else

  echo "Entered number is not a prime number"

 fi

57. echo "Enter three numbers :"

read a

read b

read c

max=$a

if [ $b -gt $max ]; then

 max=$b

fi

if [ $c -gt $max ]; then

 max=$c

fi

echo "The largest number is $max"

58. echo "Enter the number:"

read num

reverse\_number=0

original=$num

while [ $num -gt 0 ]; do

 digit=$((num % 10))

 reverse\_number=$((reverse\_number \* 10 + digit))

 num=$((num / 10))

done

echo "The reverse of $original is $reverse\_number"

59. echo "Enter the number:"

read num

original=$num

sum=0

while [ $original -gt 0 ]; do

 digit=$((original % 10))

 sum=$((sum + digit))

 original=$((original / 10))

done

echo "The sum of individual digits is $sum"